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Abstract  Teaching programming to novices is a  difficult task down to the complex essence of the subject, the negative 
views associated with programming, and because initial programming courses are not often successful in encouraging 
students to understand the concepts. Foundation programming lessons should concentrate on problem-solving skills and 
introduction to the basic manners of algorithmic thinking. This paper's aim illustrates the progress and results obtained by 
investigating the different existing programming solving tools in order to achieve a new tool with high-performance 
capability. By using the intelligent visual tool, a user can comfortably analyze the problem and enhance the problem solving 
skills. This literature study’s aim is to present a brief overview of the programming difficulties faced by novice students and 
of existing visualization tools in programming education. 
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1. Introduction 
The main reason of programming weakness in some new 

programmers is hidden in programming solving skill and 
techniques. The lack of understanding the programming 
concept comes from difficult ies and complexities related to 
the programming environment and language syntax which 
are needed to use for novices[29]. According to a survey 
done by Lahtinen et al. most difficult ies in programming that 
students face are due to the lack o f understanding of how to 
design a program, how to solve a certain  task and how to find 
bugs in their own programs[36]. Programming languages are 
usually considered as complicated and regularly have the 
most dropout rates[1]. Programming is a complicate work 
and lecturer must manage their teaching manner cautiously 
[23]. As a result beginners face various problems when they 
learn to program[1][37][38]. Some of these difficu lties are:  

● Installing and setting class paths for compilers.  
● Learning functionalities of programming editors.  
● Understanding programming questions and using 

programming language syntax knowledge to write code.  
● Describ ing the program logic and the difficulty of 

translating logic to program.  
● Poor quality of assistance offered by teachers.  
● Lack of useful informat ion about library functions and  
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header files. 
● Comprehending compiler error messages.  
● Fix the errors, as determined during the debugging 

process. 
Although several tools have been discussed in the 

literature rev iew, comparison will be employed to find out 
which one implies to better comprehension for novice 
programmers. Indeed, some tools exist which are related to 
problem solving, especially in programming fields. This 
study is generally distributed entirely the literatures and 
comparison exist tools such as Jeliot, B#, Codewitz, Web 
Based Programming Assistance Tool for Novices (WPAT), 
E-Learning For Novice Programmers (A Dynamic 
Visualisation and Problem Solving Tool) and Flowcharts 
Interpreter (FI).  

1.1. AIM 

This study investigates the efficiency of using techniques 
and tools to achieve problem solving tools and to find out if 
such technologies and tools can aid novices in overcoming 
the current difficulties in programming by using problem 
solving tools and techniques. This study aims to find the best 
solutions and answers for the given problems, and inquiry 
will be asked v ia tool by users; Furthermore, it  will give a 
general idea to author for  designing a tool for novices to 
allow them to create flowcharts, convert flowcharts to 
pseudo-code and target programming languages. It is also 
important that Graphic user interface (GUI) should 
encourage a user to employ programming to solve the given 
problems. The mentioned tool will be integrated with a social 
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network; it will also uncover some related answers by using 
software agents that are in accordance with the user’s 
interests. The Google services can help to improve this tool 
in searching with appropriate results, translating the 
problems, answers and pages’ text, as well as, ranking the 
answers – all being functions in this tool.  

2. The Iconic Programming Tool (B#) 
In fact, the Iconic Programming Tool (B#) is a tool for 

beginner Programmers. The significant aim of design B# 
refers to difficu lties faced in preliminary programming 
courses by novices, including problem-solving techniques 
and strategies, misconception about constructed 
programming languages, concepts and the traditional 
programming environments. An approach towards aforesaid 
complexit ies in programming by student programmers in 
preliminary programming lessons is the form of teaching. 
There are some strategies used to overcome the difficu lties, 
one of which uses visual languages combined with the iconic 
flowchart method. In addition, iconic programming usually 
tries to make things easier in programming tasks by 
decreasing the level o f accuracy and manual typing in 
programming languages. Thus, B# has provided an 

environment which aids programmers in programming by 
using iconic flowcharts. Basic p rogramming concepts such 
as assignments, conditions, (inputs & outputs) and loops are 
supported in B#. Automatic generating codes, debugging 
and program executing are supported by the system as well. 
This study investigates B# structure, focusing on the aims 
that were B# followed as an iconic programming tool[14]. 

According to Hilburn points, students start programming 
with  simple examples and statements, which do not aid 
students in increasing problem-solving skills which are vital 
for effect ive programming. He exp lains this method as a 
bottom-up approach and students should know the logical 
processes at first (top-down approach)[15]. The following 
table shows steps referred as in the program development 
Lifecycle, the tasks of students or novices who are t rying to 
overcome the difficulty of processes of programming. This 
table shows that the programmer should implement the an 
algorithm; a v isual environment instead of a text-based 
environment in this case can help the programmer to 
understand what to do and overcome the errors and syntaxes. 
There is too much focus on syntax, not sufficient emphasis 
on problem- solving and absence of support for experiencing 
program execution[9].  

 

Figure 1.  B# Environment[14] 
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The developers of B# have researched to help students to 
develop better understanding programming concepts by 
using iconic programming tools. The research is performed 
concerning the efficiency of B# as a teaching tool in an init ial 
program[8]. Programmers need to have instant intelligent 
feedback about the correctness of the written program. Some 
evaluation sections can aid programmers to define the 
semantic correctness of the programs; the same module 
could provide teachers with the ability of identify defined 
features, which are needed to correct the students' programs. 

Table 1.  Development life cycle[14] 

Step procedure 

1 Analyze the problem 

2 Design a solution plan 

3 Construct an algorithm 

4 Implement the algorithm 

5 Test and debug the algorithm 

2.1. B# Justification 

The research shows that novices prefer a visual and iconic 
environment. For instance, B# Programming environment is 
a visual environment instead of a text-based environment. In 
this case, that can help the programmer to understand what to 
do as well as errors and syntaxes. The tool which  is our aim 
to achieve in some case is following B# structure. The tool 
uses an iconic and visual environment by using the best 
metaphor and tips, for better understanding of each part, and 
its errors and difficult ies. The B# tool might have been the 
perfect idea and tool in its period, but taking a first look at it, 
the user will t ire  of working with this tool. Nowadays, the 
most significant need which each tool in this era of 
technology might have is to be interactive and exciting. In 
fact, the idea and the design of B# is very simple, but the 
outcome could be that much more effective. The same idea 
which is used in B# will be used in our tool as well. 

3. E-Learning (Visualisation and 
Dynamic Tool) 

Progranimate is an  environment based on the web that 
aims to conquer the issues faced by novice programmers. 
The concentration of this tool is using flowcharts to find 
solutions to fundamental programming problems and 
provide visualization for programming to correct generated 
code of the given program. New programmers also have 
difficulty to understand the problem specificat ion and 
converting the problems to code. The difficulties are related 
to programming environment, syntaxes and non tracing 
abilities that make the programming more difficult for 
novices. The results show attention to algorithmic 
problem-solving and development is fewer[29]. 

The best form of visualization for programmers, 
especially novices is Flowchart. It has been a long time since 

flowcharts have been used to visualize the structure of 
programs. The flowcharts are quite easy to understand 
without having any background in programming - with using 
algorithm beside flowcharts, the level of understanding will 
increase. Westphal says that “without the use of diagrams or 
flowcharts, it  is d ifficu lt fo r beginners, even with pseudo 
code to communicate the flow of a program”[33]. 
Ben-Bassat says assuming that dynamic an imation can 
expand the flowchart’s effect iveness as a novice assist in 
algorithmic problem solving and program development[5].  

3.1. The Progranimate Environment  

The tool aims to provide an environment with visual form 
and the program that runs for encouraging the novices, aims 
to be a tool as long as they need an assistant in programming. 
The code generation part is provided with two  different 
languages presently; Java and two types of visual basic. The 
tool uses colors to separate different parts such as types, 
components, flowcharts, codes and etc. The program uses 
trace panel, which shows the variable values, and variable 
changes, which  help to  understand the process. The results of 
feedback which have gained by observation, interview and 
questionnaire:  

Table 2.  Likert Questionnaire Responces[29] 

 

● Usability 
U questions review ease of use, and how much the tool 
is usable and enjoyable for programmers.  

● Efficacy  
The E questions are about tool efficacy  as a teaching 
and helping tool. The results illustrated that 
Progranimate is generally helpfu l in age between 13-15. 
Additionally, the results show that inspection features 
and animat ions were mainly help ful. 

● problem solving exercises 
The section shows the enjoyment of using the tools 
during the solve problems. The results illustrated that 
13-15 age groups have seen the tool as enjoyable. 
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Figure 2.  The Progranimate Environment[29] 

3.2. E-Learning Justification  
The visualizat ion of programming milestones is the 

environment of the tool which is provided by the flowcharts, 
coding, tracing or allocating the variables. The Progran imate 
tool is efficient and usable according to the questionnaire 
which is provided in the last researches pertaining to this tool 
for accomplishing, analysis and testing the tool. In some 
cases, the environment is very user friendly; however it is 
very simple in the first glance. Th is kind of tool can be very 
helpful to students, because the novice students can 
understand what is going on in  the program without leaving 
the current page, and all the environment features are located 
in one place, which makes the tool more understandable. In 
fact, novices’ difficulty in  programming related to points that 
they do not understand-especially  where and how the 
variable in itialized. If they able to see the process of the 
programming and tracing the code, that can be much easier 
to understand the concept[29]. 

4. Software Visualization Tool: Jeliot # 
The Jeliot tool is intended to assist novice programmers in 

learning object oriented and procedural programming. The 
best part of Jeliot is semi-automatic v isualization and control 
flows. Generally, when students want to learn programming, 
this type of tools can be a brilliant learning source. The idea 
behind Jeliot is to encourage students to construct their own 
programs and give them permission the ability to see the 

visual illustration of the program execution. These processes 
help them to develop their mental model about calculation 
that assists them in understand the concept of programming. 
Therefore, the programmers are engaged with  the tool and 
since they are working with the tool they are also learning. 
The object-oriented models in visual mode are very 
significant - for that reason these concepts are not easily 
comprehend by novices in programming[3]. 

The first developed tool to teach introduction object-orie
nted programming is BlueJ[10]. The highlight in the system 
is the static visualization of the class structure, same as a 
UML diagram. Javavis is a system developed from the 
similar thought of using the Java Debugging Interface (JDI) 
to gain information about the runtime performance of the 
program[25]. In fact, this kind of tools could be very helpful 
for experts in programming as well. 

4.1. Jeliot Goals 

The aims o f Jeliot 3 were described in studies of the earlier 
versions of the jeliot. The major aims o f the systems are 
following below:  

● Usability. 
● The visualizations should be dependable in all cases. 
● The v isualizations should be comprehensive and 

incessant. 
● The system should support the visualizat ion of as large a 

subset of programs written in the Java language as possible.  
● The system should be extendable internally and 

externally.   
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Figure 3.  User interface of Jeliot 2000[3] 

The first three goals come from the fact that Jeliot 3 is 
intended for novice users, and in research on Jeliot[24][19] 
and visual displays[20] these features have been found 
significant for them. 

 
Figure 4.  The structure of Jeliot 3[3] 

Jeliot 3 can assist novices in first stages of programming 
by providing understandable semantics and by encouraging 
novices through the learning process. Teachers and students 
can use graphical and oral vocabulary that simplify the 
conversation of programming concepts. 

4.2. Jeliot Justification 

The jeliot environment is very simple and easy to use. The 
jeliot developers have tried to make it as simple as they can. 
The highlight of this tool is the visual environment and 
tracing which make it more user-friendly and understandable. 

The tracing part shows the process step by step, and this is a 
useful part of this tool. The tool also uses the java 
programming language as a default; also the code is 
compiled inside the tool and it will show any error in the 
program before run the program - it might be helpful in other 
aspects as well. The relation between our tool and jeliot can 
be the visualization, tracing and using the illustration all 
processors in one screen. Jeliot and other tools share 
something in common in that which they are try ing to be 
more v isual and easy to use; this is because the programming 
in simple and text-base tools can be boring. 

5. The Codewitz Project 
Robins et al. recommend that lecturers should concentrate 

on the combination and use of these features, especially on 
issues of basic program design[26]. For instance, structure 
visualizat ion shows examples of the fundamental 
constructions and their combinations in  different situations 
could encourage students towards better understanding of 
different approaches and construct a mental library of 
various answer diagrams for program design. The object 
oriented approach, pointers and memory are most difficu lt 
contents in visualizations, where Codewitz could be 
especially useful in overcoming these difficulties. The 
research on algorithm model and visualizat ion in educational 
locations can offer important information fo r developing 
Codewitz simulations[21].  
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Figure 5.  Codewitz environment 

The main goals of the Codewitz-project are:  
1. Developing and producing interactive learn ing objects 

for fundamental programming courses.  
2. Providing a growing repository for string and sharing 

the resource with the project partners.  
3. Creating a network of teaching experts who deal with 

this problem every day.”  
The Codewitz objects are individually mutual exercises, 

or assignments, for the students to utilize during study. 
Teachers also can use the tool to help them to teach. The tool 
gives students the ability to use at home or at school, and 
teachers as well. The tool’s objects can have up to five areas 
or windows, Input/output, program execution, memory, 
condition and explanations parts as Figure 5 shows. 

5.1. Codewitz Justification 

The codewitz tool is used for students and teachers both 
for a better understanding about the programs and what their 
processes and variable memory allocations are. The 
environment is divided into different sections which make 
the tool more understandable; each part is responsible for 
specific operations. This tool in some case is same as jeliot 3 
but with this difference that the variables allocation in the 
memory is in  visual mode. This tool is very helpful which 
owe to the differences between commands, modules and 
operations and clarify when the tool shows step by step what 
is in the memory and how the variables, addresses and 
memory content are changed. The tool’s manner and the 
result of using this tool are really impressive. Using the same 
techniques in a new tool will help novice programmers to 

have a deeper understanding of programming. 

6. Raptor: Flowchart based 
Programming Environment 

Research shows that “most students are visual learners and 
instructors tend to present informat ion verbally; Studies 
estimate that between 75% and 83% of students are visual 
learners”[30][12]. RAPTOR the programming flowchart -ba
sed environment is designed purposely to assist students in 
facing syntactic bugs and visualize the algorithms for them. 
The RAPTOR program aids the student in executing 
programs visually and tracing the execution with following 
flowcharts. Most students prefer to use flowchart to declare 
their algorithms, and results show that RAPTOR helps them 
more than traditional language or writ ing flowcharts without 
RAPTOR. The Raptor environment also allows users to 
design an algorithm by using flowchart  signs and combine 
them together. Users can run the algorithm and see the 
process step by step or in continuous mode. 
Some reasons to use RAPTOR: 

● The RAPTOR reduced the quantity of syntax that must 
be learned to write proper program.  

● The RAPTOR is visual. Programs are d iagrams that can 
be executed one symbol at a t ime. This helps to follow the 
flow of step execution into RAPTOR programs. 

● RAPTOR is designed for ease of use. 
● RAPTOR error messages are designed to be more 

readable and understandable for novice programmers. 
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Figure 6.  A RAPTOR flowchart in action[30] 

6.1. Raptor Justification 

Raptor is a kind of problem solving tools which is 
concentrate on flowcharting. To learn basic programming, 
learning flowchart and Algorithm is a must. Using the basic 
problem solving techniques in a new tool by fo llowing the 
architecture of RAPTOR will make the tool much more 
effective. We believe that the all kinds of users might have 
dealt with tool, novices, experts and those just familiar with 
laymen terms. Furthermore, the tool must consider different 
users with different ability and needs, for instance some 
users prefer to learn p rogramming with flowcharts while 
others might think he o r she does not need to focus on 
flowcharts or algorithms. 

7. Software Agent 
Software agents are independent parts of software that are 

responsible for several tasks dedicated to them. In  the era of 
technology, the benefit is authorizing given types of tasks to 
run automatically  by autonomous software programs. 
Software agents are continuously running, modified and 
semi-autonomous; also it constructs them in order to be 

helpful with a large variety of in formation and procedure 
management tasks. Software agent is software that functions 
endlessly and separately in an exacting environment, which 
may include one more agents and processes[2]. 

Intelligent agents continuously perform three functions 
as:[2]  

● Observation of dynamic circumstances in the situations 
● Act to influence circumstances in the environment 
● Analysis to understand comprehensions, solves 

problems, draw deductive and resolve actions 

7.1. Software Agent: Decision Making  

The most important part of agents is to have the capability 
to make a decision. The agent also must make a decision on 
how to react as well as the most suitable time to answer 
instantly, or if time is needed to examine the situation. 
Furthermore, an active agent is able to take act ion without 
being purposely requested if it senses an appropriate 
situation. Obviously, this ability needs an agent to be capable 
to make a decision when to do an action as well as what 
action to do. In  addition, apart from simply  making  a 
decision, all decisions are not excellent decisions. Thus 
protocols of decision making are regularly analyzed and 
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evaluated by factors such as: time, ease, constancy, social 
interests, Pareto efficiency, indiv idual reasonableness, 
computational efficiency, distribution and communication 
efficiency. At negotiation time, it is obviously not helpful for 
an agent to take very  long periods of t ime to make a decision; 
as such the decision making device cannot be used in 
sensible situations[2].  

7.2. Agent Properties 

A software agent is a computer system situated in an 
environment that performs on behalf of its user and is 
characterised by a number of properties[7]. Most researchers 
agree that autonomy is a crucial property of an agent. 
Furthermore, cooperation among different software agents 
may be very useful in achieving the objectives an agent 
has[7]. According to the weak notion of agency given by 
Wooldridge the most general way in which the term agent is 
used to denote hardware or (more usually) software-based 
computer system that enjoys the following properties: 
autonomy, social ability, reactivity and pro-activeness[34]. 
Identify three key concepts in their definit ion that they adapt 
from): situated, autonomy, and flexib ility (by the term 
flexib le they mean that the system is responsive, pro-active 
and social). An agent is a system that enjoys autonomy, 
social ability, reactiv ity and pro-activeness. He also said the 
fact that other researchers discuss that different properties, 
such as mobility, actuality, kindness, wisdom and learn ing, 
should receive greater importance. 

7.3. Agents Justification 

As mentioned above, agents are playing an important role  
in the new era of technology. In this part icular tool which  is 
employing to solve problems, and for each problem might 
have different solutions; therefore, the tool needs to be 
intelligent to find out which one is more suitable. In fact, the 
tool should be able to complete its knowledge base due to the 
informat ion which experts and the high ranking users are 
imported to the system or update the previous data. The 
agent’s task is solving problems, also the tool needs software 
that to make decisions in some situations. 

8. Future Work and Conclusions 
This research illustrates, how the problem solving tool can 

be useful and effective when used in an init ial programming 
course by using Artificial Intelligent (AI), Software Agents, 
Search Algorithms, Google’s services and Social networks 
but the potential will remain to investigate more methods for 
future works. We want to develop our tool to be more 
user-friendly, effective and useful by using the tool as a 
social network where the guidance in this tool would  be the 
most expert users. The users’ skills and position will be 
chosen by their ranking, and the first registration form which 
they need to fill in during the registration, and their 
qualification will be approved by the system administration. 
As well as, the ranking system will follow the Google 

ranking system. The tool can be used as a virtual c lassroom, 
the experts and lecturers can be the admin istrator of the class. 
In addition, the tool’s focus point is on the initial phases of 
programming, and for future phases of programming  novices 
do not allow to access. Also access to high levels needs the 
lecturers or agents’ permission. Our review shows that 
visualizat ion interfaces are more effective than the text-base 
learning system. In conclusion, we are try ing to encourage 
novices and attract them with the visual tool to learn and do 
programming. 
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